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Abstract. For the software system development in cloud, it is difficult to have a complete speci-

fication of the desired system. Due to the product development time (time to market) will affect 

the demand and market trends systems, and in product prices, reducing system development 

time will enhance product value. Therefore, in this study, we have adopted a prototyping method 

by cloud-based system development to shorten development time. We plan to found out that 

such methods can be used to quickly generate the complete system, but the resulted system is 

still missing some important features or related files. In this paper, a UI-Driven approach was 

applied on the prototyping method. The methodology is illustrated with the help of a case study 

on Heroku cloud platform. We discussed and proposed the program design on the applied proto-

type which deployed edcloud system of Heroku cloud platform and in addition to shorten the 

development time for developers and customers in communications. The prototype can be de-

veloped through a storyboard and UI (user interface)-Driven approach to provide a more accu-

rate and fast system development process. The case study showed that the proposed method was 

efficient for user to develop a software system in cloud platform. 

Keywords: cloud platform, Heroku, Prototyping, Software system development  

1 Introduction 

Much attention has focused on techniques to bring products to the market more quickly for recent dec-

ades. Cross functional teams are important for developers to accomplish successful fast cycle develop-

ment [1-2, 12]. In recent years, due to the rapid development of cloud software service platform, many 

software companies have invested in the development of cloud services platform. The demand for soft-

ware deployment and application software systems is getting bigger and bigger. In the meanwhile, com-

plexity and heterogeneity of software system are also increasing [13]. It’s a new problem to complete the 

system prototype in cloud quickly.  

Every cloud-based tool for developers has its own development processes and characteristics [3, 14]. 

Due to many different ways of the development services, the choice of developer tools is not easy for 

individuals to learn how to code and to build new cloud or mobile Apps in a short time. However, the 
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method and processes to produce an application system in cloud are already fixed for every developer 

tool.  

In this paper, we tried to develop a set of software engineering method to integrate developer tools in 

cloud service from different provider. Based on the proposed, developer can deal with possible effects. 

For example, additional working time may delay the development schedule, budget overrun may result in 

poor quality of software and soon. The causes of these problems are that the technology of software de-

velopment in cloud from the current IT(information technology) industry is not yet mature. As a result, 

the development of a software system needs to include experts in various fields (domain expert) [8-9] to 

ensure that the software is in line with the demand. If methods, processes and supporting tool of software 

development system cannot be integrated with each other, it will not obtain the desired performance. 

In this paper, a UI(user interface)-Driven approach was applied on the prototyping method. The meth-

odology is illustrated with the help of a case study on Heroku cloud platform. We discussed and proposed 

the program design on the applied prototype which deployed cloud system of Heroku cloud platform and 

in addition to shorten the development time for developers and customers in communications. The proto-

type can be developed through a storyboard and UI-Driven approach to provide a more accurate and fast 

system development process. 

2 Background and Related Work 

System reduce development process largely is an important consideration for the development of cloud 

software program since we need to curtail the development time, service cost, or other external factors 

for soft development. In this article, we describes the separation between the user and the developer tools 

by an interface-driven approach combined with software storyboard mode, interface and programming 

concepts, and use of the domain connection management technology, management methods, resolving 

domain name restrictions, and the context of the development. For developers, the UI provided faster 

solutions to deal with the above criterion. 

2.1 UI design 

In order to meet different requirements, software designer needs to develop of different kinds of systems 

and to follow the most important specifications of users. Therefore, the UI is the first consideration of a 

prototype development method when different users expected different interface, specially unique inter-

face for their owned. In the initial phase of system development, the developer construct a customized 

system according to the different needs from different users, i.e., user requirement [10-11]. In the system 

requirement phase, we needs to design the interface and image icon for developers and users. The devel-

oper can then extends the interface to class, methods and the class diagram [4-7]. For the development of 

a cloud application service, one can design the process and dynamic model of the system that fitted the 

user’s demand by UI-driven user interface design method in the requirement phase. Furthermore, the 

developer extended categories, methods and related modeling class diagram of the model through the 

process and the UI-Driven by design. That is more clear and efficient than the traditional development 

methods in the web-based service platform. 

2.2 Storyboard 

When making a movie, an animation, a television show, a music video or a commercial, a series of illus-

trations that briefly summarize the key scenes and all events of them is called a storyboard [8]. That was 

usually done before the film is actually shot. Illustrations describe the essential details needed to commu-

nicate the scene-specific information and include the use of graphical notations and additional text de-

scriptions. Storyboard is a fast and economic way to express the idea, mirror mode, the length of time, 

dialogue or special effect of what the visual media is going to look like before actually shooting. While in 

the present study, we applied the concept of storyboard technology. The technology used in the movie 

storyboard to describe the story is now using pictures to tell the user’s needs, like “When I saw it I knew 

what I want” (IKIWISI) [15]. In general, this phenomenon exists in all software development. Therefore, 

the UI are designed by this relationship between user and software system. Visual communication are 

used to confirm the needs of the user and let user know the system process.  
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At present product markets, tool kits for software development needs to have the relevant software 

tools, such as SoftScore. It identify and establish tools to assist the user to confirm the process and needs. 

It usually provide simulate functions which are similar to the way of playing a movie. It also allows users 

and developers to confirm the appearance and functionality of the system. That is easier to understand 

than the traditional file-based expression mode. SoftScore comply with TDD (test-driven development), 

can be annotated test method and system functions, export demand model becomes PDF file, output Use 

Case of UML (unified modeling language) and test cases. 

2.3 Prototyping 

For the software system development in cloud, it is difficult to have a complete specification of the de-

sired system, especially for that required the time to market issue. In the cloud service platform, we usu-

ally obtain a complete and accurate specification of the system by the template design, providing users a 

quick reference system screen, and gradually corrected process. It is useful especially for some of the 

time to market software system development. Since users often have only a vague idea of the system, it is 

difficult to express completely and accurately overall requirement on the system. Developers is also un-

clear to the problem to be solved or the user’s demand. 

With the increasing of development functions, users may have new demands. Since the new system 

environment has changed, the system is also asked to change as the user requirements. Developers may 

encounter some problem that are not expected in the original design stage of the process. It is difficult to 

pre-describe the specification about the changes of user’s demands in advance. Similarly misunderstand-

ing in communication will also become the developer’s obstacle to the success of the system. 

In this study, we focused on software engineering and discussed about prototype development life cy-

cle. Prototype development life cycle was divided into five stages. First, perform the initial analysis. Sec-

ondly, define the prototype objective. Thirdly, specify the prototype. Fourth, construct the prototype. 

Fifth, evaluate the prototype and recommend change (see Fig. 1). 

 

Fig. 1. Prototype development life cycle 

3 The System Architecture 

In this paper, we presented the system architecture to explain the relationship between the development 

environments. Each subsystem is shown in Fig. 2. In the stage for finding user’s requirements, develop-

ers may have the customer’s needs like views, events, and actions by UI description through the way of 

the script. After making the decision in the script, the user can set the system elements, the attribute ele-

ment, and the element type by the appropriate related components in accordance with the instructions to 

complete the system. Then components and event information will pass to the responsible subsystem for 

corresponding actions. In this stage, information will first send to the database, if objects are appropriate, 

they may be retained in the database. The responsible subsystem of connection for action will display the 

information of components and events through the approach of the separation between before the scene 

and behind the scene. For the details of the component settings and the connection relationship, they will 

be done behind the scenes by setting parameters. The simulated virtual environment will then be obtained 

by compiler of the development environments. Finally, confirmation have to check the user’s needs and 

the script. If it is correct, that means the resulting system is correct. 
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Fig. 2. System Architecture 

4 Research Methods and Prototype Development Process Storyboard 

For the prototype development in cloud base systems, we applied the Python language  and Heroku  plat-

form combined with cloud application architecture for our research. First, situational settings of the 

storyboard can determine the relevant part of the required elements and components for system develop-

ment. By the reuse methodology, one can easily load the required components from the previous system 

and construct a system prototype. Situational simulations can help users confirm the system prototype. 

The storyboard prototype developing process is shown in Fig. 3. 

 

Fig. 3. Prototype development process storyboard 

Before the system development, developers and users have to complete the identification of system 

needs. That is extremely important and will result in reducing post-modification of the system develop-

ment and the development gap between developers and users. Through the pattern of the system proto-

type, the display will demonstrate and discuss with the user dynamically, such that system requirements 

can be more clearly communicated and confirmed with the user. Therefore, we try to carry out the part of 

system requirement which input by the way of visualization tools. The input process was done by just 

clicking through the interface between the user and the system. Then, the system will automatically ana-

lyze the components, actions and events from the user’s input to complete the development process. 

4.1 Reuse component 

There are many approaches for component reuse in different applications, e.g., copying and pasting, in-

herited class, framework architecture, application programming interface, etc. In this study, we used the 

combination of cloud services platform to implement the prototype development approach and each sys-

tem function was treated as a component. Each component has its own attributes, operations, relation-

ships and reuse class. Component functions includes sending e-mail, storing messages, attach files and 

others.  

Operations are the functions of system elements and have the corresponding basic specifications but 
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each of them does not have the real entity. Some of the properties of a component is the name, color, size 

and other characteristics. Hierarchical relationship with other elements contains separated class relations 

and class inheritance relationship. 

4.2 Situational Setting 

About the arrangement of situational setting, the relationship between the object and the event will be 

represented by the way of the finite state machine. The object selected by the user will transfer from the 

current state to the next state. There is a dynamic link between two states, which is the produced event. 

Each object will inherit the characteristics of the previous component by the concept of component reuse 

and adding or deleting attributes are also available to the new component. The relationship of component 

reuse is shown in Fig. 4. 

Start

Component

New

Sub 

Component Relation 

linking

EventAdd item Create

Create

, 

Fig.4. Component reuse 

4.3 Scenario storyboard in cloud development 

In the past, we had to understand the usage of different API (application programming interface) and 

apply the system development process and project correspondence when engineer needed to establish a 

set of software applications since they must be converted to the corresponding event in system functions. 

Concerning about the software development, the delay time will result in higher investment costs since 

new developers need to understand many learning tools before he is going to modify the system. 

In this study, we developed an email system in cloud like Heroku system by the storyboard concept. 

We tried to work with the requirement for developing capabilities include a script for a story. The story 

of the script of the system operation functions was scheduled and established research on component 

testing part. The system development through a script is like to select in Lego model. Each component 

automatically cascaded its corresponding API. It adapted NoSQL (not only structured query language) 

data form in the database setting. Developers do not need to gradually develop by the basic system. They 

directly construct the system through the cloud service PaaS (platform as a service) platform, combined 

with the script storyboard. Each individual element can be built by component reuse. 

We show our studies on e-mail service developing items in Table 1. In order to send and receive e-

mail functions. It commonly illustrates how to use these principles to quickly complete the development 

functions. The first one is the sending e-mail functionality, although there are many available functions in 

the development process in accordance with the instructions in Heroku platform API add-on. Optional 

components can be provided by different developers, like receiving e-mail function. For receiving e-mail, 

one must include more steps of the basis of cloud based system to complete the function. Heroku did not 

include a system function for user to build an e-mail service solution. For the DNS MX records, devel-

opment must rely on other mail service providers to let the letter send to Heroku platform. Furthermore, 

we used the platform for handling incoming mail, and defined all function to story items. When users can 

select different developing function according to their own needs, the creation of the web e-mail service 

systems will be done. Since they choose component on the storyboard about e-mail items in the system, 

the system will automatically create the corresponding web code, database system, and functions embed-
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ded in the system that they tried to develop. Table 1 shows the corresponding component architecture of 

mail service developing items. 

Table1. Mail service developing items 

Story board items Reuse component *  Cloud based API 

Sending email 3rd written libraries for sending mail under Heroku  

platform  

Heroku add-ons 

Mail bonding provided by mail service vendor ISP such as Google mail 

Binding to Heroku platform by 3rd written libraries Heroku add-ons 

Email receiving 

Display status Heroku components 

Note. *: defend the component on the cloud systems helping with recuse in different story board development. 

5 Case Study 

In the proposed result, we applied the cloud platform from Heroku cloud system  to perform our case 

study. It is a new platform from salesforce solution. In cloud platforms, users need to code a program to 

integrate different component work together, like the System Integration Company, but from different 

requirements, if we can build up all of system’s component, we can ease to reuse different components to 

build up the prototype system in software system development market. In the meanwhile, developed the 

component of the reuse architecture for software engineering life cycle is much important in cloud sys-

tems. 

We built the email service for the case study in this research. Traditionally, we knew that SMTP (Sim-

ple Mail Transfer Protocol) and POP3 server can provide the email services. However, one cannot im-

plement the service by installing the whole environment of email server in the cloud platform. In this 

case, we showed how to design a prototype development environment base on storyboard process to pro-

vide email service.  

We set up the composition of design elements which can be discovered in a cloud environment and 

used repeatedly. After the user surveyed and confirmed all elements in the website, it must be ready for 

the email sending and receiving functions. So, in development workflow, we needed to build up different 

components, like sending mail, receiving mail and bonding for mail address. About sending e-mail func-

tion, we can use add-ons items from Heroku platform since there are some components can be reuse (see 

Fig. 5).  

 

Fig. 5. Case study architecture 

In general, the function can be used to send a letter by the following two ways: (1) SMTP, mode (2) 

API mode. If you are using the former mode, it is borrowed from Heroku platform as intermediary (mid-

dleware). As long as the specified SMTP server connection status and related information are given, you 

can use different provider’s service to send an e-mail message without any coding process. From system 

program developer’s point of view, deals with sending e-mail process was the main goal but not coding. 

We developed the components for a general purpose on mailing treatment. The following program frag-
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ment was based on Python/Django architecture to send a letter written in the Heroku platform.  

 

─────────── 

     from email.mime.text import MIMEText 

     sent = request.POST['sentemail'] 

     subj = request.POST['title'].encode('utf-8') 

     sentHtml = request.POST['mailcnt'].encode('utf-8') 

     import smtplib 

     smtp = smtplib.SMTP(“smtp.mailgun.org”, 587) 

     smtp.login('xxx.mailgun.org',  'password_from_mailgun') 

     # typical values for text_subtype are plain, html, xml 

     text_subtype = 'html' 

    msg = MIMEText(sentHtml, text_subtype) 

    msg['Subject']=subj 

    msg['From']=abc@abc.com' 

    msg['To']=sent 

    msg = smtp.sendmail(abc@abc.com', sent, msg.as_string()) 

    smtp.quit（） 

─────────── 

The following settings are the SMTP server parameters. 

─────────── 

#using cloud mail server : sendgrid 

EMAIL_HOST = 'smtp.sendgrid.net' 

EMAIL_HOST_USER = 'appxxxx@heroku.com' 

EMAIL_HOST_PASSWORD = 'yourpasswd' 

EMAIL_PORT = 587 

EMAIL_USE_TLS = True 

─────────── 

In the API mode. We use the API approach in general, you can communicate directly with the host, so 

the effectiveness of the way through the SMTP server than a lot better. To find relevant information and 

API example of how to write a program, in this case, we try to design using API design the component 

can be reuse in other prototype system. Also, before write processing program, to the correlation function 

hall (e.g. API Library) fitted to their environment. Various programs language and development frame-

work can be used, there are different installation methods, refer to the documentation and installation 

instructions on the official website. We use Python / Django framework, so need to match the corre-

sponding system API library installed. 

The following example is the use of mandrill API Library, for example, the user filled contents of the 

letter sent directly through the API. 

─────────── 

import mandrill 

mandrill_client = mandrill.Mandrill('API key') 

message={} 

message['from_name']= 'morgan chang' 

to=[] 

toDir = {} 

toDir['email']=request.POST['sentemail'] 

toDir['name']= ‘Recipient Name' 

to.append(toDir) 

message['to']=to 

subj = request.POST['title'].encode('utf-8') 

message['subject'] = subj 

sentHtml = request.POST['mailcnt'].encode('utf-8') 

message['html'] = sentHtml 

message['from_email']=' receiver mail address' 
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result = mandrill_client.messages.send(message=message) 

─────────── 

The testing messages collected on the web server is shown in Fig. 6 and Fig. 7 

 

Fig. 6. Dashboard transition to UI information system from user define  

 

Fig. 7. The prototype from cloud platform mailbox solution  

6 Conclusion 

Due to the market requirement will largely affected the system development time, reduce development 

time in system will also reduce the overall development cost and improve product value. Therefore, in 

order to shorten the development process, we use the prototype development methods combined with 

cloud applications form different companies providing service application component to integrate the 

system development. A UI-Driven approach was applied on the prototyping method for software system 

development. The proposed methodology is illustrated with the help of a case study on the Heroku cloud 

platform in this article. We proposed the program design on the applied prototyping development of the 

case study to show how to deploy cloud system of Heroku cloud platform and in addition to shorten the 

development time for developers and customers in communications. The prototype can be developed 

through a storyboard and UI-Driven approach to provide a more accurate and fast system development 

process. 
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