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Abstract. Cloud Computing has become the primary model to pay-per-use used by practitioners 

and researchers for getting an infrastructure in a short time. DevOps is a paradigm that provides 

practices and tools to optimize the software delivery time. On the one hand, Infrastructure as 

Code is the cornerstone of DevOps to infrastructure automation based on practices of software 

development. On the other hand, there exist tools that provide support for infrastructure 

provisioning and configuration management in the Cloud. Currently, companies are using 

Cloud-based DevOps processes to leverage the capacities of Cloud Computing and improve the 

software delivery time. However, infrastructure provisioning is a time-consuming and error-

prone activity because it is supported by tools which work in isolation and they do not have any 

link between them. For this reason, we propose a smart provisioning approach of infrastructure 

based on models, which have configuration needed to create infrastructure, run a set of 

automated tests and setup automatically the DevOps tools used in this process.  

Keywords:  cloud computing, DevOps, infrastructure provisioning, model-driven development, 
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1 Introduction 

In today’s enterprises, one of the most important challenges is how to deliver a new idea or software 

artefact to customers as quickly as possible. Furthermore, to succeed in a world where technologies, 

requirements, ideas, tools, and timelines are continually changing, information must be accurate, readily 

available, easily found and, ideally, delivered continuously in real-time to all team members [1]. For 

these reasons, practitioners have adopted a new paradigm called DevOps [2] (Development & 

Operations), which is promoting continuous collaboration between developers and operation staff 

through a set of principles, practices and tools that optimize the software delivery time. The cornerstone 

of DevOps is the Infrastructure as Code [3] which is an approach to infrastructure automation based on 

software development practices that emphasize the use of consistent and repeatable routines for hardware 

provisioning. We take advantage the concepts aforementioned to develop an infrastructure modelling tool 

called ARGON [4], which models a generic infrastructure model and generate configuration files to 

manage provisioning tools. On the other hand, we have presented a DevOps toolchain for cloud 

infrastructure provisioning [5], which supports an approach to achieve a continuous delivery process for 

cloud infrastructure provisioning based on DevOps community tools. 

In this work, we present an approach to achieve a smart provisioning of cloud infrastructure based on 

models. We have abstracted the configuration features of DevOps community tools used in an 

infrastructure provisioning process for adding new modeling elements in ARGON tool. Firstly, it is 

necessary to models an infrastructure model that define the cloud elements and provisioning tools 
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configurations. Once the infrastructure model is ready, it is pushed towards a control version system to 

retain and provide access to every version of every infrastructure model that has ever been stored on it. 

Next, an integration server takes the infrastructure model from control version system and automatically 

generate configuration files for a specific provisioning tool depending on what cloud provider is required. 

Then, a set of automated tests are run against this configuration files to validate their structure and 

syntaxes. Once configuration files have overcome the set of tests, the integration server uses these scripts 

and decide which tool provisioning use to deploy the infrastructure toward a particular cloud provider. 

Finally, infrastructure has been deployed in the Cloud, and a set of automated tests validate the installed 

hardware and software. 

The remainder of this paper is structured as follows: Section 2 discusses related works. Section 3 

presents the smart provisioning of cloud infrastructure. Finally, Section 4 presents our conclusions and 

future work. 

2 Related Works 

Currently, practitioners and researchers have focused their efforts on cloud infrastructure provisioning 

using DevOps community tools. In this context, below are described the principal research works that 

aim this approach. 

MODAClouds [6] is a European project undertaken to simplify the management of cloud service. The 

goal is to deliver an Integrated Development Environment to support system developers in building and 

deploying applications and related data to multi-Clouds spanning across the full Cloud stack. Energizer 

4Clouds is an executable platform of MODAClouds which includes automatic infrastructure provisioning 

using specially designed Puppet modules, the ability to use existing infrastructure and an API 

middleware for job control. 

MORE [7] is a model-driven operation service for cloud-based IT systems that focus on automating 

the initial deployment and the dynamic configuration of a system. MORE provides an online modelling 

environment for defining a topology model to specify system structure and desired state. MORE 

transforms the topology model into executable code for the Puppet tool to get virtual machines, physical 

machines, and containers. 

TOSCA [8] is a standard for Topology and Orchestration Specification for Cloud Application which 

allows modelling nodes and orchestrates the deployment of cloud applications. TOSCA uses DevOps 

provisioning tools such as Chef for infrastructure provisioning and Juju for implementation of cloud-

based applications. 

An analysis of works mentioned above shows that research efforts have focused on reuse DevOps 

provisioning tools, which are used in isolation and they do not have links for supporting a continuous 

delivery process of the infrastructure provisioning. For this reason, we propose an approach to support a 

smart provisioning of cloud infrastructure based on models that use DevOps community tools. 

3 Smart Provisioning of Cloud Infrastructure 

There is a wide range of cloud providers and tools that can be used to support the infrastructure 

provisioning and software applications deployment. To support these processes we have presented an 

infrastructure modeling tool for cloud provisioning called ARGON [4], which was developed following 

the Model Driven Architecture (MDA).  

ARGON has a Domain Specific Language (DSL) to model the cloud infrastructure and a 

transformation-engine to generate configuration files automatically. ARGON has an Infrastructure 

Metamodel (see Fig. 1), which abstracts the capacities of cloud computing (i.e. computing, storage, 

networking and elasticity) and the configuration files for a specific cloud provider. The Infrastructure 

Metamodel is the abstract syntax used to generate the graphical notation or concrete syntax of the DSL. 

In the Infrastructure Model (see Fig. 2) are modeled generic cloud elements and configurations, which 

will be used at runtime to decide between available provisioning tools that are useful for a particular 

cloud provider. 
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Fig. 1. Infrastructure Metamodel 

 

Fig. 2. An Infrastructure Modeling Too 

ARGON architecture (see Fig. 3) uses the Infrastructure Metamodel as a Platform-Independent Model 

(PIM) to facilitate the model-to-model (M2M) transformation and get a specific Infrastructure Model as a 

Platform-Specific Model (PSM) and settings to choose a provisioning tool. Once the particular 

provisioning tool and cloud provider are selected, the transformation-engine uses the Infrastructure 

Model to apply on it a set of model-to-text (M2T) transformation and generate scripts, which have the 

sentences to create infrastructure in the Cloud. 
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Fig. 3. ARGON architecture 

ARGON has a Domain Specific Language (see Fig. 3) to model the cloud infrastructure elements and 

its configuration platforms.  

In the Fig. 3, it is depicted a cloud application in which a virtual machine (Web Server) has a security 

group (Group Sever), which allows the access to the virtual machine through the port 80 (http). The 

virtual machine has a role (Web Profile), which specified the software application (Install Application) 

that will be installed and configurations (File Configuration). Furthermore, it will be stored in a 

knowledge database and used by configuration file repository to choose a provisioning tool for deploying 

the cloud infrastructure. 

The attributes tab of File configuration (see Fig. 3) is used by Configuration File Repository to give an 

intelligent provisioning to the cloud infrastructure. In these attributes are specified: 

． destination and file path specify configuration files that will be modified in the virtual machine 

deployed,  

． mode defines the file permission which must be applied in the file configuration,  

． name is the element name on the infrastructure model,  

． notify is an alarm that is activated in the install process, and  

． source is a configuration file with the setting of provisioning tool and cloud provider. 

Once the cloud infrastructure provisioning and its configuration files are modelled in ARGON, it starts 

the smart provisioning pipeline of cloud infrastructure (see Fig. 4). The infrastructure model (see Fig. 3) 

is pushed toward a version control system to retain and provide access to every version of every 

infrastructure model that has ever been stored on it. An integration server like Jenkins or Hudson take 

this infrastructure model and start the automated infrastructure provisioning. The transformation-engine 

installed in the integration server apply over the infrastructure model a set of transformation rule to get 

scripts with the instructions needed to create infrastructure in the Cloud. Moreover, configuration files to 

set the provisioning tools like Ansible or Puppet are generated. Both scripts and configuration files have 

to overcome a set of automated tests to validate its structure and syntax. 

 

Fig. 4. Overview of an intelligent provisioning pipeline of cloud infrastructure 
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The configuration files are stored in a knowledge database and, subsequently, in a configuration file 

repository is run a set of basic decision rules to select a configuration file to depend on both the 

infrastructure provisioning tool and the cloud provider, which are specified in the infrastructure model. In 

the case of the infrastructure provisioning process failed, the configuration file repository will select 

another configuration file to repeat the provisioning process until it works successfully. Therefore, 

configuration files are used for setting the provisioning tools and cloud providers. Moreover, scripts are 

used in infrastructure provisioning tools to deploy the hardware and software in the cloud provider. 

Finally, over the infrastructure deployed and software installed a set of tests are run against them to 

verify if the infrastructure was created successfully and the software was installed. 

4 Conclusions 

In this work, we have presented an approach to achieve a smart provisioning of cloud infrastructure 

based on models. We take advantage of the information modelled in an infrastructure model to generate 

scripts for provisioning infrastructure and configuration files to set provisioning tools and cloud 

providers. We use a knowledge database to store all scripts and files configuration created and, then, 

configuration file repository should use them to select a file to be used. We call this process like 

intelligent provisioning because, in the case of a failure in the provisioning process, a new file 

configuration is selected to repeat the process until it works successfully. With this approach, we tried to 

reach a continuous delivery process of cloud resources based on an intelligent provisioning of cloud 

infrastructure and DevOps. The scope of this proposal provides a smart in the infrastructure provisioning 

stage.  

As a future work, we want to extend the concept of smart provisioning and provide self-learning 

through files configuration and scripts to give a holistic solution to the of cloud infrastructure 

provisioning. 
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